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 

Abstract Quality security requirements help secure software 

development to succeed. While considerable research can be 

discovered in the field of demands elicitation, less attention has 

been paid to the writing of full security specifications. The 

demands engineers (REs) are still challenged and tedious in 

implementing and reporting full safety needs derived from 

Natural language. This is due to their tendency to misunderstand 

the real needs and the security terms used by inexperienced REs 

leading to incomplete security requirements. Motivated from these 

problems, we have developed a prototype tool, called 

SecureMEReq to improve the writing of complete security 

requirements. This tool provides four important key-features, 

which are (1) extraction of template-based components from 

client-stakeholders; (2) analysis of template-based density from 

SRCLib; (3) analysis of requirements syntax density from SecLib; 

and (4) analysis of completeness prioritization. To do this, we used 

our pattern libraries: SecLib and SRCLib to support the 

automation process of elicitation, especially in writing the security 

requirements. Our evaluation results show that our prototype tool 

is capable to facilitate the writing of complete security 

requirements and useful in assisting the REs to elicit the security 

requirements. 

 

KEYWORDS: Tool security requirements, template-based 

approach, security requirements completeness, template-based 

density, syntax density. 

I. INTRODUCTION 

The most important aspect of requirements quality is 

requirements completeness. Evidences show that one of the 

root causes of safety incidents is due to incompleteness of 

safety requirements . Incomplete requirements will interrupt 

the reliability and accuracy of the prediction system. The lack 

of requirement completeness causes uncertainty of the 

project foundations . Research by  shows that as many as 50% 

of all accidents are due to requirements problems and many 

of these accidents are caused by missing or incomplete 

requirements.  

Over the time, more and more software-intensive systems 

have been given safety-related responsibilities. Considering 

software safety is directly influenced by requirements 

completeness, it is essential to have a complete requirements 

so that the stakeholder’s needs are readily found and  
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understood, and mistakes and misunderstandings are 

avoided. 

The incomplete requirements generate poor requirements 

and lack of clarity. For that reason, it will contribute to 

eliciting incomplete security requirements. Low clarity and 

incomplete security requirements therefore lead to the 

inability to create secure software. In addition, the issues with 

the method of obtaining and compiling security 

specifications are complex and tedious. In order for the 

stakeholders to have consistent security demands, the 

requirments engineer (RE) needs security expertise. 

Furthermore, the specifications requirements are acquired 

from natural language. This causes issues for REs to generate 

stakeholder security demands because the actual needs and 

the security conditions used are inappropriate to deal with. 

The study in[ 5] shows that most clients refuse to understand 

the security that their systems require. In addition, the 

captured security requirements do not fulfilled the standards 

requirements such as NIST, ISO and Common Criteria. All 

these problems lead to the production of incomplete security 

requirements.  

This paper is organized as follows. After the introduction, 

we discuss the related works in background and motivation in 

Section 2. This is followed by Section 3, which we discuss 

the overview of our proposed approach for security 

requirements elicitation. Then, we discuss the tool usage 

examples. Next, we present the results and discussion to 

evaluate the effectiveness of our approach in Section 5. 

Finally, we end this paper with conclusion and future works. 

II. BACKGROUND AND MOTIVATIONS 

Based on our investigation in Table 1, there are thirteen 

current works done in writing security requirements with 

nine different techniques contributions. Despite these efforts, 

only four researchers developed the tools, but none were 

found to provide with completeness validation. There 

requirements engineers are still facing with incomplete 

security requirements and none were found in security 

requirements contexts, specifically on the density and syntax 

level.  
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Table 1: Security Requirements Elicitation Techniques 

and Tool 

 

III. OUR APPROACH 

Considering from the gaps found in the previous section, 

our research aims to propose a security requirements 

template-based approach to improve the density of 

requirements that can lead in writing complete security 

requirements. We proposed an overall automated approach, 

as illustrated in Figure 1. This approach composes of six (6) 

main steps, which are shown in Table 2. 

 

 Figure 1: An Overview of SecureMEReq Approach 

 

Table 2: The process of SecureMEReq 

 

IV. TOOL USAGE EXAMPLE 

We have developed a prototype tool, called SecureMEReq. 

The SecureMEReq was developed using PHP programming 

language and adopts Model-View-Controller (MVC) design 

pattern and three-tier architecture. Our tool provides the (1) 

extraction of template-based components from 

client-stakeholders, (2) analysis of template-based density 

from SRCLib (3) analysis of requirements syntax from 

SecLib and (4) completeness prioritization. We demonstrated 

the features of our tool using the user persona as per 

described below: 

Hardy, a requirements engineer would like to validate the 

requirements provided by the client-stakeholder using 

SecureMEReq. He sits with Lew, who is the project manager 

to validate the requirements, which he captured earlier. 

 

  
Figure 2: User Interface of SecureMEReq in used 

 

As shown in Figure 2, he inserts the requirements in the 

form of business scenario in the text editor (1). Besides, he 

also needs to insert several template-based components, 

which are the domain, goal, terms and definitions, acronym, 

scope and target audience as in (2). From there, he clicks the 

“Calculate” button to generate the density for template-based 

components and syntax density (3). Then, Hardy can view the 

template-based density and syntax density results (4). If 

Hardy is unhappy with the result, he can edit/update the 

inputs and recalculate, if needed. Besides, Hardy and Lew 

can review the “Suggestion” and “Lexical Density by 

Sentence” as in Figure 3 (5). In order to allow Lew to get 

better understanding of the requirements structure, he then 

clicks the “Next” button to review the analysis of security 

requirements (6).  

In Figure 4 , Hardy and Lew can review the analysis for 

each requirement completeness. Here, Hardy and Lew can 

validate each requirement density status and structure, such 

as the Subject, Object, Verb, Security Mechanism, 

Ambiguous Words used, Security Properties and the  
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completeness status for each requirement (7)(8). They can 

also view the examples of each component if needed (11). 

Finally, he can view the overall completeness for all 

requirements (9) and Lew can decide whether to proceed with 

the requirements or amend it (10).  

 

  

Figure 3: Template-Based and Syntax Density 

Embedded in SecureMEReq 

 

 
Figure 4: Security Requirement Completeness 

Prioritization in SecureMEReq 

V. RESULT AND DISCUSSIONS 

To evaluate our approach and tool, we conducted usability 

tests. The purpose of the usability tests was to evaluate the 

usefulness of our tool’s features for extraction of 

template-based components from client-stakeholders, syntax 

checking template from pattern library and completeness 

analysis. This usability test was conducted with novice 

participants (novice RE) represented by 33 undergraduate 

students from the course of Software Validation and 

Verification. These students were majoring in Software 

Engineering in Universiti Teknikal Malaysia Melaka. 

Basically, they have sufficient background and knowledge to 

understand about software requirements. The purpose of 

selecting novice participants is to investigate how they 

explore and use the tool.  

Figure 5 shows the outcomes for the questionnaire-based 

usability criteria. Figure 5 shows the outcomes of the 

usability research for our tool's template-based strategy. The 

findings are very positive, with the participants ' strong 

agreement on the usefulness of the instrument (92% highly 

agree to or agree on its effectiveness), its ease of use (more 

than 87%), its easy learning (more than 88%) and its 

satisfaction (86.9%). Only a small amount (less than 10%) of 

the participants had not made a decision or disagreed with the 

utility of the tool. In general, the results of usability show that 

our prototype tool is helpful, simple to use and simple to 

learn. When using the tool, users have also shown their 

increased amount of satisfaction. 

 

 
Figure 5: SecureMEReq Usability Study Result 

 

VI. CONCLUSION AND FUTURE WORKS 

In summary, we have presented our prototype tool, called 

SecureMEReq that provides the (1) extraction of 

template-based components from client-stakeholders; (2) 

analysis of template-based density from SRCLib; (3) analysis 

of requirements syntax from SecLib; and (4) analysis of 

completeness prioritization. The results of our evaluation 

indicate that our prototype tool can make it easier to compile 

full security specifications and help requirement engineers to 

elicit safety demands.For future research, we will extend the 

evaluation of our tool by evaluating the efficacy of our 

approach in terms of completeness. We will conduct 

completeness testing to evaluate the completeness of eliciting 

security requirements by comparing manual elicitation with 

our prototype tool. This is to determine the ability of our 

SecureMEReq tool to produce complete security 

requirements. We firmly think that our template-based 

strategy can help to increase clarity about the requirements 

which will enable secure software development to be 

complete and successful. 
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